**Algorithms-Binary Search**

**Objective :** To find an element in an sorted array

**Input:** A sorted array, arrA[] and an key

**Output :** Return true if element is found, else false.

**Approach:** The idea is to compare the middle element of array with the key, if key equal to the middle element , that’s it you have find your element, return true. If key is greater than the middle element, chuck out the first half of the array, you wont find your key in the first half and do the recursive search on the right half of the array and vice versa.

If(mid\_element==key)

return true;

else if (mid<key)

do recursive search on the right half of the array.

else

do recursive search on the left half of the array.

**Time Complexity**: O(logN) –since we are eliminating half of the array with every comparison.
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**Complete Code:**

**package** interviewQuestion;

**public** **class** BinarySearch {

**private** **int** [] arrA;

**private** **int** number;

**public** BinarySearch(**int** [] arrA){

**this**.arrA = arrA;

}

**public** Boolean Search(**int** low,**int** high, **int** number){

**if**(low>high){

**return** **false**;

}

**int** mid = (high+low)/2;

**if**(arrA[mid]==number)**return** **true**;

**else** **if** (arrA[mid]>number) **return** Search(low,mid-1,number);

**else** **return** Search(mid+1,high,number);

}

**public** **static** **void** main(String args[]){

**int** [] a = {2,5,8,10,14,44,77,78,99};

**int** number = 99;

BinarySearch b = **new** BinarySearch(a);

System.*out*.println("The "+ number + " present in array a ??? :" + b.Search(0, a.length-1, number));

number = 76;

System.*out*.println("The "+ number + " present in array a ??? :" + b.Search(0, a.length-1, number));

}

}

Output:

The 99 present in array a ??? :true

The 76 present in array a ??? :false

Download link:

**Algorithms – Merge Sort**

**Objective :** To sort elements in an array

**Input:** A insorted array, arrA[].

**Output :** A sorted array.

**Approach:**

**Divide and Conquer:** In this approach we divide the main problems into smaller problems, solve them and merge the results to get the final result.

**How Divide and conquer works in Merge Sort:**

We divide the elements into two half’s by middle of the array. We solve the left half and right half recursively and merge the results.

**Merging:**

Once the sorting is done individually on both the half’s, our next task will be merge them. To merge we start with both the arrays at the beginning, pick the smaller one put into array and then compare the next elements and so on.
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**Time Complexity : O(nlogn) { O(logn) for dividing and O(n) for merging.**

**Note: we can make merging more efficient by implementing these approaches**

**Using Auxiliary Array with copying data** – In this approach you wont create new array everytime for merging instead you create Auxiliary array. This will save memory for you.

**Alternate Merging Between Primary and Auxiliary Array:** This is the best approach for merging. You don’t copy the entire array to auxiliary array for merging instead you do alternate merging between main array and auxiliary array.

Below is the running time comparison between all three approaches

|  |  |  |  |
| --- | --- | --- | --- |
| **Data Size** | **Dynamic Memo Allocation Algo** | **Using Auxillary Array with copying data** | **Alternate Merging Between Primary and Auxillary Array** |
| 1 Million | 600-630 mili sec | 450-470 mili sec | 400-425 mili sec |
| 10 million | 6 secs | 4.2 secs | 2.3 secs |
| 100 million | 56 secs | 46 sec | 18 sec |

**You can find the implementation of all these approaches here –**

<https://github.com/SumitJainUTD/DataStructuresAlgos/tree/master/3%20Different%20Impl%20of%20Merge%20Sort>

**Complete Code:**

**package** interviewQuestion;

**public** **class** MergeSort {

**private** **int** arrSize;

**private** **int** [] arrAux;

**private** **int** [] arrInput;

**public** MergeSort(**int** [] arrInput){

**this**.arrInput = arrInput;

arrSize = arrInput.length;

arrAux = **new** **int** [arrSize];

}

**public** **int**[] mergeSorting(){

sort(0,arrSize-1);

**return** arrInput;

}

**public** **void** sort(**int** low, **int** high){

**if**(low<high){

**int** mid = low+((high-low))/2;

sort(low,mid);

sort(mid+1,high);

merge(low, mid, high);

}

}

**public** **void** merge(**int** low, **int** mid, **int** high){

//copy the entire array in the Auxilary array

**for**(**int** i=low;i<=high;i++){

arrAux[i] = arrInput[i];

}

**int** i = low;

**int** j = mid+1;

**int** k = low;

**while**(i<=mid && j<=high){

**if**(arrAux[i]<=arrAux[j]){

arrInput[k]=arrAux[i];

i++;

}

**else**{

arrInput[k]=arrAux[j];

j++;

}

k++;

}

**while**(i<=mid){

arrInput[k]=arrAux[i];

i++;

k++;

}

}

**public** **void** displayArray(**int** [] b){

**for**(**int** i=0;i<b.length;i++){

System.*out*.print(" " + b[i]);

}

}

**public** **static** **void** main(String[] args){

**int** [] a = {2,1,6,3,9,4,5,10};

MergeSort m = **new** MergeSort(a);

**int** [] b = m.mergeSorting();

m.displayArray(b);

}

}

Output :

1 2 3 4 5 6 9 10

**Algorithms - Hash Table Implementation**

**Objective :** To implement a Hash Table

**Input:** A set of pairs of keys and values

**Approach:**

* **Create a Hash Table**
  + Hashtable<Integer, String> ht = new Hashtable<Integer, String>();
* **Insert values in hash table using put(key,value)**
  + ht.put(key, value);
* **Get values from hash table using get(key)** 
  + ht.get(key);

|  |  |
| --- | --- |
| Key | Value |
| 1 | Sumit |
| 2 | Raghav |
| 3 | Rishi |

hashTable Object  
Advantage : The search time for any element is O(1) since it uses key to find an element so it takes constant time. But drawback is that it takes extra space.

**Complete Code:**

**package** interviewQuestion;

**import** java.util.Hashtable;

**public** **class** SimpleHashTable {

**int** [] a = **new** **int**[5];

String [] arrNames = **new** String[]{"Sumit","Jain","Raghav","Garg","Gaurav","Rishi"};

Hashtable<Integer, String> ht = **new** Hashtable<Integer, String>();

**public** **void** insertValues(){

**for**(**int** i=0;i<arrNames.length;i++ ){

ht.put(i+1,arrNames[i]);

}

}

**public** String getValue(**int** key){

**return** ht.get(key);

}

**public** **static** **void** main (String [] args){

SimpleHashTable sht = **new** SimpleHashTable();

sht.insertValues();

System.*out*.println("All values inserted");

System.*out*.println("Employee with ID 1 is "+ sht.getValue(1));

System.*out*.println("Employee with ID 3 is "+ sht.getValue(6));

}

}

Output:

All values inserted

Employee with ID 1 is Sumit

Employee with ID 3 is Rishi

**Algorithms – Find an Element in 2 dimensional sorted array**

**Objective :** To **Find an Element in 2 dimensional array where rows and columns are sorted respectively.**

**Input:** A two dimensianl sorted array, arrA[][].

![Sorted 2D array.png](data:image/png;base64,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)

**Output :** True or false based on whether element exists and its location

**Approach:**

* Start from the left top corner, say ele;
* If ele>number -> move left
* If ele<number -> move right
* If you cant move further to find the number , return false
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Complete Code:

**package** interviewQuestion;

//Here objective is find an element in two dimensional array

//all rows and columns of an array are sorted in ascending order respectively

**public** **class** FindElementInSorted2DArray {

**public** Boolean findElement(**int** [][] arrA, **int** number){

//start from the left top corner, say ele;

//if ele>number -> move left

//if ele<number -> move right

//if you cant move further to find the number , return false

**int** row = 0;

**int** col = arrA[1].length-1;

**boolean** numberFound = **false**;

System.*out*.print("The Movement : " );

**while**(numberFound==**false**){

**int** ele = arrA[row][col];

System.*out*.print(ele + "->" );

**if**(ele==number){

**return** **true**;

}

**else** **if**(ele>number)col--;

**else** **if** (ele<number)row++;

**if**(row>arrA[0].length-1||col<0)**return** **false**;

}

**return** **false**;

}

**public** **static** **void** main(String args[]){

**int** [][] a = {{1,2,3,4},{6,7,8,9},{13,14,15,16},{17,18,19,20},{22,23,24,26}};

**int** number1 = 15;

**int** number2 = 5;

**int** number3 = 19;

**int** number4 = 25;

FindElementInSorted2DArray f = **new** FindElementInSorted2DArray();

System.*out*.println("The "+ number1 + " present in 2D array a ??? :" + f.findElement(a, number1));

System.*out*.println("The "+ number2 + " present in 2D array a ??? :" + f.findElement(a, number2));

System.*out*.println("The "+ number3 + " present in 2D array a ??? :" + f.findElement(a, number3));

System.*out*.println("The "+ number4 + " present in 2D array a ??? :" + f.findElement(a, number4));

}

}

Output:

The Movement : 4->9->16->15->The 15 present in 2D array a ??? :true

The Movement : 4->9->8->7->6->The 5 present in 2D array a ??? :false

The Movement : 4->9->16->20->19->The 19 present in 2D array a ??? :true

The Movement : 4->9->16->20->The 25 present in 2D array a ??? :false

**Algorithms – Find a Missing Number From a Sequence of Consecutive Numbers**

**Objective :** Find a Missing Number From a Sequence of Consecutive Numbers

**Input:** Array, arrA[] with a missing number and Range

**Output :** missing number

**Approach:**

* Approach is very simple, Add all the given numbers say S
* Calculate sum of N numbers by formula n(n+1)/2 , say N
* Find missing number m = N-S

Example : suppose array given is {1,2,3,4,5,6,8,9,10} and range is 10.

So N will be sum of 1 to 10 = 10(10+1)/2 = 55

S will be sum of all the array elements which is = 48

So missing number will be = 55-48 = 7

**Complete Code:**

**package** interviewQuestion;

//find the missing number from the sequence of consecutive number

//Approach is very simple, Add all the given numbers say S

//Calculate sum of N numbers by formula n(n+1)/2 , say N

//Find missing number m = N-S

**public** **class** FindMissingNumber {

**int** Sum;

**int** Sum\_N;

**public** **int** missingNumber(**int** [] arrA, **int** size){

Sum\_N = size\*(size+1)/2;

**for**(**int** i=0;i<arrA.length;i++){

Sum +=arrA[i];

}

**return** Sum\_N-Sum;

}

**public** **static** **void** main(String args[]){

**int** [] arrA = {1,2,3,4,5,7,8,9,10};

System.*out*.println("Missing number is :" + (**new** FindMissingNumber()).missingNumber(arrA,10));

}

}

Output :

Missing number is :6

**Algorithms – Find two Missing Numbers in a Sequence of Consecutive Numbers**

**Objective :** Find two Missing Numbers in a Sequence of Consecutive Numbers

**Input:** Array, arrA[] with two missing numbers and Range

**Output :** Two missing numbers

**Approach:**

* Approach is very simple, Add all the given numbers say S
* Calculate sum of N numbers by formula n(n+1)/2 , say N
* Find sum of two missing numbers a+b = N-S
* Now take the product of all given numbers say P
* Now take the product of N numbers , say Np;
* Find the product of two missing numbers ab = Np-P
* Now we have a+b and ab , we can easily calculate a and b

**Example :**

Given array : {10,2,3,5,7,8,9,1}; Range : 10

N (Sum of 1 to 10 ) = 55

S (Sum of given elements ) = 45

a+b = 10------------------------------------(1)

Np(Product of 1 to 10) = 3628800

P(Product of given elements) = 151200

So a\*b = 24---------------------------------(2)

Now we have two equations and two variables, if we solve we will get values 6 and 4.

**Complete Code:**

**package** interviewQuestion;

//find the two missing numbers from the sequence of consecutive number

//Approach is very simple, Add all the given numbers say S

//Calculate sum of N numbers by formula n(n+1)/2 , say N

//Find sum of two missing numbers a+b = N-S

//Now take the product of all given numbers say P

//now take the product of N numbers , say Np;

//find the product of two missing numbers ab = Np-P

//now we have a+b and ab , we can easily calculate a and b

**public** **class** FindTwoMissingNumbers {

**int** Sum;

**int** SumN;

**int** P=1;

**int** Np=1;

**int** a,b;

**public** **int** [] missingNumbers(**int** [] arrA, **int** range){

SumN = range\*(range+1)/2;

**for**(**int** i=0;i<arrA.length;i++){

Sum +=arrA[i];

}

**int** s= SumN-Sum;

**for**(**int** i=0;i<arrA.length;i++){

P \*=arrA[i];

}

**for**(**int** i=1;i<=range;i++){

Np \*=i;

}

**int** product = Np/P;

// System.out.println(product);

**int** diffSqr = (**int**)Math.*sqrt*(s\*s-4\*product); // (a-b)^2 = (a+b)^2-4ab

a = (s+diffSqr)/2;

b= s-a;

**int** [] result = {a,b};

**return** result;

}

**public** **static** **void** main(String args[]){

**int** [] arrA = {10,2,3,5,7,8,9,1};

FindTwoMissingNumbers f = **new** FindTwoMissingNumbers();

**int** [] results = f.missingNumbers(arrA, 10);

System.*out*.println("Missing numbers are :" + results[0] + " and " + results[1]);

}

}

**Output:**

Missing numbers are :6 and 4

**Algorithms – Find a peak element in a Given Array**

**Objective :** Find a peak element in a Given Array, where peak element is the one.

**Peak Element:** peak element is the element which is greater than or equal to both of its neighbors.

**Input:** Array, arrA[] .

**Output:** A peak element and its index

**Approach:**

A simple approach is to do a linear scan to a array and using few variables we can find a peak element. But the Time Complexity will be O(n) but real question is, Can we do better?

The Answer is yes, by using Binary Search techniques.

* If middle element is the peak element, return it
* If middle element is smaller than its left element , we will get our peak element on the left half
* If middle element is the smaller than its right element, we will our peak element on the right.

**Notes:**

1. If array has all the same elements, every element is a peak element.
2. Every array has a peak element.
3. Array might have has many peak elements but we are finding only one.
4. If array is in ascending or descending order then last element or the first element of the array will be the peak element respectively.

**Complete Code:**

**package** interviewQuestion;

//we will use binary search techniques

//if middle element is the peak element, return it

//if middle element is smaller than its left element , we will get our peak element on the left half

//if middle element is the smaller than its right element, we will our peak element on the right.

**public** **class** PeakElement {

**public** **int** peak(**int** [] arrA,**int** low, **int** high, **int** size){

**int** mid = (low+high)/2;

**if**((mid==0||arrA[mid]>=arrA[mid-1]) && (arrA[mid]>=arrA[mid+1]||mid==size-1)){

**return** mid;

}

**else** **if**(mid>0 && arrA[mid]<arrA[mid-1]) **return** peak(arrA,low,mid-1,size);

**else** **return** peak(arrA,mid+1,high,size);

}

**public** **static** **void** main(String args[]){

PeakElement pe = **new** PeakElement();

**int** arrA[] = { 1,2,3,4,0,1,5,4,3,2,1};

**int** peakEle = pe.peak(arrA, 0, arrA.length-1, arrA.length);

System.*out*.println("Peak Element is found at index [" + peakEle +"] = "+ arrA[peakEle]);

}

}

**Output:**

Peak Element is found at index [6] = 5

**Algorithms – Find Whether Given String is palindrome or Not.**

**Objective :** Find Whether Given String is palindrome or Not.

**Input:** A String,

**Output:** true or false on whether string is palindrome or not

**Approach:**

* Use recursive approach
* Compare first and last characters if they are not same- return false
* If they are same make, remove the first and last characters and make a recursive call.

**Example:**

Jain niaJ => compare ‘J’ with ‘J’ =>returns true

ain nia => compare ‘a’ with ‘a’ =>returns true

in ni => compare ‘i’ with ‘i’ =>returns true

n n => compare ‘n’ with ‘n’ =>returns true

string length <2 => returns true

**Complete Code:**

**package** interviewQuestion;

//Use recursive approach

//Compare first and last characters if they are not same- return false

//If they are same make, remove the first and last characters and make a recursive call.

**public** **class** Palindrome {

**public** Boolean isPalindrome(String strX){

**if**(strX.length()<2) **return** **true**;

**if**(strX.charAt(0)==strX.charAt(strX.length()-1)){

isPalindrome(strX.substring(0, strX.length()-2));

}

**else** **return** **false**;

**return** **true**;

}

**public** **static** **void** main(String args[]){

String S1 = "Sumit";

String S2 = "SumuS";

String S3 = "ABCDEFGHGFEDCBA";

String S4 = "Jain niaJ";

Palindrome p = **new** Palindrome();

System.*out*.println("Is "+ S1 + " Palindrome ??? :" + p.isPalindrome(S1));

System.*out*.println("Is "+ S2 + " Palindrome ??? :" + p.isPalindrome(S2));

System.*out*.println("Is "+ S3 + " Palindrome ??? :" + p.isPalindrome(S3));

System.*out*.println("Is "+ S4 + " Palindrome ??? :" + p.isPalindrome(S4));

}

}

**Output:**

Is Sumit Palindrome ??? :false

Is SumuS Palindrome ??? :true

Is ABCDEFGHGFEDCBA Palindrome ??? :true

Is Jain niaJ Palindrome ??? :true

**Algorithms – Find Whether Given the Sequence of parentheses are well formed.**

**Objective:** Find Whether Given the Sequence of parentheses are well formed.

**Input:** A String contains a sequence of parentheses

**Output:** true or false on whether parentheses are well formed or not

**Approach:**

* Idea is to have two counters, one for open parentheses '{' and one for close '}'
* Read one character at a time and increment one of the counters
* If any given point of time count of close parentheses is greater than the open one, return false
* If at the end both counters are equal, return true

**Example: { { } { } } – Well formed**

**{ { } { = Not well formed**

**Complete Code:**

**package** interviewQuestion;

**public** **class** WellFormedParentheses {

**public** Boolean isWellFormed(String strParentheses){

**if**(strParentheses==**null**){

**return** **false**;

}

//Idea is to have two counters, one for open parentheses '{' and one for close '}'

//Read one character at a time and increment one of the counters

//If any given point of time count of close parentheses is greater than the open one, return false

//If at the end both counters are equal, return true

**int** openParenCounter=0;

**int** closeParenCounter=0;

**for**(**int** i =0; i<strParentheses.length();i++){

**char** x = strParentheses.charAt(i);

**if**(x=='{') openParenCounter++;

**else** **if**(x=='}') closeParenCounter++;

**if**(closeParenCounter>openParenCounter){

**return** **false**;

}

}

**if**(openParenCounter==closeParenCounter)**return** **true**;

**else** **return** **false**;

}

**public** **static** **void** main(String args[]){

String x1 = "{{{{}}}}{}{}{}{}{}{}{}{}{}{}{{{}}}";

String x2 = "{{{{}}}}{}{}{}{{}{}{}{}{}{}{}{{{}}}";

String x3 = "{}{";

String x4 = "}{";

String x5 = "{{{{{{{{}}}}}}}}";

WellFormedParentheses w = **new** WellFormedParentheses();

System.*out*.println("Is "+ x1 + " well formed ??? :" + w.isWellFormed(x1));

System.*out*.println("Is "+ x2 + " well formed ??? :" + w.isWellFormed(x2));

System.*out*.println("Is "+ x3 + " well formed ??? :" + w.isWellFormed(x3));

System.*out*.println("Is "+ x4 + " well formed ??? :" + w.isWellFormed(x4));

System.*out*.println("Is "+ x5 + " well formed ??? :" + w.isWellFormed(x5));

}

}

**Output**

Is {{{{}}}}{}{}{}{}{}{}{}{}{}{}{{{}}} well formed ??? :true

Is {{{{}}}}{}{}{}{{}{}{}{}{}{}{}{{{}}} well formed ??? :false

Is {}{ well formed ??? :false

Is }{ well formed ??? :false

Is {{{{{{{{}}}}}}}} well formed ??? :true

**Algorithms – Rearrange Positive and Negative Numbers of Array On Each Side in O(nlogn)**

**Objective:** Rearrange Positive and Negative Numbers of an Array so that one side you have positive numbers and other side with negative Integers without changing their respective order.

Example : Input : 1 -2 3 -4 5 -6 7 -8 9 -10

ReArranged Output : -2 -4 -6 -8 -10 1 3 5 7 9

**Input:** An array with positive and negative numbers

**Output:** Modified array with positive numbers and negative numbers are on each side of the array.

**Approach:**

**Method 1.** One naive approach is to have another array of same size and navigate the input array and one scan place all the negative numbers to the new array and in second scan place all the positive numbers to new array. Here the Space complexity will be O(n). We have a better solution which can solve this in O(1) space.

**Method 2: Divide and Conquer**

* This approach is similar to merge sort.
* Divide the array into two half, Solve them individually and merge them.
* Tricky part is in merging.

Merging: (Negative on left side and positives on the right side)

* Navigate the left half of array till you won't find a positive integer and reverse the array after that point.(Say that part is called 'A')
* Navigate the right half of array till you won't find a negative integer and reverse the array after that point. (Say that part is called 'B')
* Now reverse the those parts from both the array (A and B), See example for better explanations
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Complete Code:

**package** interviewQuestion;

**public** **class** RearrageArrayPositiveNegative {

**int** [] arrA;

**public** RearrageArrayPositiveNegative(**int** [] arrA){

**this**.arrA = arrA;

}

**public** **void** divideGroups(**int** low, **int** high){

**if**(low>=high) **return**;

**int** mid = (low+high)/2;

divideGroups(low, mid);

divideGroups(mid+1, high);

merge(low,mid,high);

}

**public** **void** merge(**int** low, **int** mid, **int** high){

**int** l = low;

**int** k = mid+1;

**while**(l<=mid && arrA[l]<=0)l++;

**while**(k<=high && arrA[k]<=0)k++;

reverse(l,mid);

reverse(mid+1,k-1);

reverse(l,k-1);

}

**public** **void** reverse(**int** x, **int** y){

**while**(y>x){

**int** temp = arrA[x];

arrA[x]=arrA[y];

arrA[y]=temp;

x++;

y--;

}

}

**public** **void** display(){

**for**(**int** i=0;i<arrA.length;i++){

System.*out*.print(" "+ arrA[i]);

}

}

**public** **static** **void** main(String args[]){

**int** [] a = {1,-2,3,-4,5,-6,7,-8,9,-10};

RearrageArrayPositiveNegative r = **new** RearrageArrayPositiveNegative(a);

System.*out*.print("Input : ");r.display();

r.divideGroups(0, a.length-1);

System.*out*.println("");

System.*out*.print("ReArranged Output : ");r.display();

}

}

Output:

Input : 1 -2 -3 -4 5 -6 7 -8 9 -10 -11 -12 20

ReArranged Output : -2 -3 -4 -6 -8 -10 -11 -12 1 5 7 9 20

**Algorithms – Print All Elements of Two Dimensional Array in Spiral**

**Objective:** Print all the elements of two dimensional array in spiral.

Example :
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**Input:** Two dimensional array

**Output:** All array elements printed in spiral.

**Approach:**

* Start printing from first row.
* Print row and columns, forward and backward alternatively
* With every iteration of (either row or column), reduce the size of an row or column by 1
* Call recursively

Complete Code:

**package** interviewQuestion;

**public** **class** Print2DArrayInSpiral {

**public** **int** arrA[][] = { { 1, 2, 3, 4, 5 }, { 18, 19, 20, 21, 6 },

{ 17, 28, 29, 22, 7 }, { 16, 27, 30, 23, 8 },

{ 15, 26, 25, 24, 9 }, { 14, 13, 12, 11, 10 } };

**public** **int** printSpiral(**int** row\_S, **int** row\_E, **int** col\_S, **int** col\_E,**boolean** reverse, **boolean** rowPrint) {

**if** (row\_S > row\_E && col\_S>col\_E) {

**return** 1;

}

**if** (rowPrint == **false**) {

**if** (reverse == **false**) {

**for** (**int** i = col\_S; i <= col\_E; i++) {

System.*out*.print(" " + arrA[row\_S][i]);

}

}

row\_S++;

rowPrint = **true**;

reverse = **false**;

}

**if** (rowPrint == **true**) {

**if** (reverse == **false**) {

**for** (**int** i = row\_S; i <= row\_E; i++) {

System.*out*.print(" " + arrA[i][col\_E]);

}

}

col\_E--;

rowPrint = **false**;

reverse = **true**;

}

**if** (rowPrint == **false**) {

**if** (reverse == **true**) {

**for** (**int** i = col\_E; i >= col\_S; i--) {

System.*out*.print(" " + arrA[row\_E][i]);

}

}

row\_E--;

rowPrint = **true**;

reverse = **true**;

}

**if** (rowPrint == **true**) {

**if** (reverse == **true**) {

**for** (**int** i = row\_E; i >= row\_S; i--) {

System.*out*.print(" " + arrA[i][col\_S]);

}

}

col\_S++;

rowPrint = **false**;

reverse = **false**;

}

printSpiral(row\_S, row\_E, col\_S, col\_E, reverse, rowPrint);

**return** 0;

}

**public** **static** **void** main(String args[]) {

Print2DArrayInSpiral p = **new** Print2DArrayInSpiral();

p.printSpiral(0, 5, 0, 4, **false**, **false**);

}

}

Output:

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30

**Algorithms – Find Out Whether String Contains All The Unique Characters**

**Objective:** find out whether in a given string contains all the unique characters

**Input:** A String

**Output:** True or false based upon whether string contains all the unique characters or not

**Approach:**

**Method 1.**

**When characters are not ASCII but could be anything alphabets or special characters**

* Create a boolean array of size 256, and put false at every index.
* Navigate the input string one character at a time, say 'char a'
* Check array position of array[a], if it is false, make it true.
* If it is false, update it as true.

**Method 2:**

Sort the array and do the linear scan to find out whether string contains unique elements or not.

**Complete Code:**

**package** interviewQuestion;

//This Program is to find out whether String contains all the unique characters

//With out using any additional data structures

**public** **class** UniqueCharString {

**private** String ip;

**public** UniqueCharString(String ip){

**this**.ip = ip;

}

//method 1 : When characters are not ASCII but could be anything alphabets or special characters

//Time Complexity : O(n)

//Space Complexity : O(1)

//

**public** Boolean UniChars(){

Boolean [] bln = **new** Boolean[256];

**for**(**int** i=0;i<256;i++){

bln[i]=**false**;

}

**for**(**int** i = 0;i<ip.length();i++){

**char** a = ip.charAt(i);

**if**(bln[a]==**true**){

**return** **false**;

}

**else**{

bln[a]=**true**;

}

}

**return** **true**;

}

//method 2: Sort the array and do the linear scan to find out whether string

//contains unique elements or not

//Time Complexity : O(nLogn)

//Space Complexity : O(n)

**public** Boolean UniqueCharSorting(){

**char** [] a = ip.toCharArray();

java.util.Arrays.*sort*(a);

String tmp = **new** String(a);

**for**(**int** i=1;i<tmp.length();i++){

**char** t = tmp.charAt(i-1);

**if**(t==tmp.charAt(i)){

**return** **false**;

}

}

**return** **true**;

}

**public** **static** **void** main(String args[]){

String a = "Sumit\_Jain";

UniqueCharString u = **new** UniqueCharString(a);

System.*out*.println("Method 1 : Does String ' " + a +" ' has all unique characters :" + u.UniChars());

a = "Sumit";

u = **new** UniqueCharString(a);

System.*out*.println("Method 1 : Does String ' " + a +" ' has all unique characters :" + u.UniChars());

a = "Sumit\_Jain";

u = **new** UniqueCharString(a);

System.*out*.println("Method 2 : Does String ' " + a +" ' has all unique characters :" + u.UniqueCharSorting());

a = "Sumit";

u = **new** UniqueCharString(a);

System.*out*.println("Method 2 : Does String ' " + a +" ' has all unique characters :" + u.UniqueCharSorting());

}

}

Output:

Method 1 : Does String ' Sumit\_Jain ' has all unique characters :false

Method 1 : Does String ' Sumit ' has all unique characters :true

Method 2 : Does String ' Sumit\_Jain ' has all unique characters :false

Method 2 : Does String ' Sumit ' has all unique characters :true

**Algorithms – Print All The Permutations Of a String**

**Objective:** find out whether in a given string contains all the unique characters

**Input:** A String

**Output:** Print all the permutations of a string

Example:

Input : abc

**Output:** abc acb bac bca cba cab

**Approach:**

**Algorithms – Quick Sort Implementation**

**Objective:** To sort an array in increasing or decreasing order using Quick Sort.

**Input:** An Array arrA[]

**Output:** A sorted array.

**Approach:**

* Choose any element from the array and call it as pivot element, Example here we have selected middle element as pivot
* Place all the elements smaller than pivot in the left side of pivot.
* Place all the elements greater than pivot in the right side of pivot.
* Sort left side and right side recursively.

Example:

![Quick Sort.png](data:image/png;base64,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)

**Complete Code:**

**package** interviewQuestion;

**public** **class** QuickSort

{

**private** **int** [] arrA;

**public** QuickSort(**int** [] arrA){

**this**.arrA = arrA;

}

**public** **void** quickS(**int** low, **int** high){

**int** mid = (low+high)/2;

**int** left = low;

**int** right = high;

**int** pivot = arrA[mid]; //select middle element as pivot

**while**(left<=right){

**while**(arrA[left]<pivot) left++;//find element which is greater than pivot

**while**(arrA[right]>pivot)right--;////find element which is smaller than pivot

//System.out.println(arrA[left] + " " + pivot + " " + arrA[right] );

//if we found the element on the left side which is greater than pivot

//and element on the right side which is smaller than pivot

//Swap them, and increase the left and right

**if**(left<=right){

**int** temp = arrA[left];

arrA[left] = arrA[right];

arrA[right]= temp;

left++;

right--;

}

}

//Recursion on left and right of the pivot

**if**(low<right)quickS(low,right);

**if**(left<high)quickS(left,high);

}

**public** **void** display(){

**for**(**int** i =0;i<arrA.length;i++){

System.*out*.print(" " + arrA[i] );

}

}

**public** **static** **void** main (String[] args) **throws** java.lang.Exception

{

// your code goes here

**int** a [] = { 2,1,8,4,0,9,3,11};

QuickSort i = **new** QuickSort(a);

System.*out*.print("UnSorted : ");

i.display();

i.quickS(0,a.length-1);

System.*out*.println("");

System.*out*.print("Quick Sorted : ");

i.display();

}

}

Output:

UnSorted : 2 1 8 4 0 9 3 11

Quick Sorted : 0 1 2 3 4 8 9 11

Time Complexity : O(n^2) worst case and O(nlogn) average case analysis

Space Complexity : O(1)

**Algorithms – Given an array and a number k, check for pair in array with sum as k in O(nlgn)**

**Keywords :** **Given an array A[] and a number x, check for pair in A[] with sum as x, Given an array and a number k, check for pair in array with sum as k, Checking if there are 2 elements in an array that sum to X in O(n lg n),** **Find two numbers in an array whose sum is x,** **Find a pair of elements from an array whose sum equals a given number**

**Objective:** To find out whether in a given array there exists or not two numbers whose sum is exactly equals to a given number

**Input:** An array arrA[], A number k

**Output:** True or false based upon we have found any two numbers in array arrA[] whose sum is equal to k

**Approach:**

Method 1: Using Binary Search

* First sort the array using Merge Sort(To know about Merge Sort and its implementation Click Here)
* Now do the linear scan to the from the left array , say starting index i=0
* Calculate Rem\_Sum = number - arrA[i]
* If Rem\_Sum<0, move to the next element
* If Rem\_Sum>0, Perform Binary Search for Rem\_Sum on the remaining elements on the right side.

Time Complexity - O(nlogn)

**Method 2: Using Both Ends**

* First sort the array using Merge Sort(To know about Merge Sort and its implementation Click Here)
* Start from the both ends of the array
* Add first (say 'a') and last element(say 'b') of the array say S
* If S > number , S = S-(last\_element) + (element before that)
* If S < number , S = S - (first element) + (next element)
* If if S=number, return true
* Repeat step
* If iteration gets over and retrun false.

**Complete Code:**

**package** interviewQuestion;

**public** **class** TwoNumbersInArray {

**private** **int** [] arrA;

**private** **int** number;

**public** TwoNumbersInArray(**int** [] arrA,**int** number){

**this**.arrA = arrA;

**this**.number = number;

}

**public** Boolean usingBinarySearch(){

//1. First sort the array

MergeSort m = **new** MergeSort(arrA);

**int** [] arrSorted = m.mergeSorting();

BinarySearch bs = **new** BinarySearch(arrSorted);

//2. now do the linear scan to the from the left array , say starting index i=0

//3. Calculate Rem\_Sum = number - a[i]

//4. if Rem\_Sum<0, move to the next element

//5. if Rem\_Sum>0, Perform Binary Search on the remaining elements on the right side.

**for**(**int** i =0;i<arrA.length-1;i++){

**int** RemS = number - arrA[i];

**if**(RemS>0){

**if**(bs.Search(i+1, arrA.length-1, RemS)) **return** **true**;

}

}

**return** **false**;

}

**public** Boolean usingBothEnds(){

//1. First sort the array

MergeSort m = **new** MergeSort(arrA);

**int** [] arrSorted = m.mergeSorting();

//2. Start from the both ends of the array

//3. add first (say 'a') and last element(say 'b') of the array say S

//4. if S > number , S = S-(last\_element) + (element before that)

//5. if S < number , S = S - (first element) + (next element)

//6. if S=number, return true

//7. Repeat step

//8. If iteration gets over and retrun false.

**int** i =0;

**int** j = arrSorted.length-1;

**int** Sum = 0;

**while** (i!=j){

Sum = arrSorted[i]+ arrSorted[j];

**if**(Sum==number)**return** **true**;

**else** **if** (Sum<number)i++;

**else** **if** (Sum>number)j--;

}

**return** **false**;

}

**public** **static** **void** main(String[] args){

**int** a [] = { 1,2,3,4,5,16,17,18,19,249};

**int** number = 269;

**int** number1 = 8;

TwoNumbersInArray tn = **new** TwoNumbersInArray(a, number);

System.*out*.println("USING Both Ends -Sum of two numbers in array A is "+ number + " ??? :" + tn.usingBothEnds());

System.*out*.println("USING Binary Search -Sum of two numbers in array A is "+ number + " ??? :" + tn.usingBinarySearch());

TwoNumbersInArray tn1 = **new** TwoNumbersInArray(a, number1);

System.*out*.println("USING Both Ends -Sum of two numbers in array A is "+ number1 + " ??? :" + tn1.usingBothEnds());

System.*out*.println("USING Binary Search -Sum of two numbers in array A is "+ number1 + " ??? :" + tn1.usingBinarySearch());

}

}

Output:

USING Both Ends -Sum of two numbers in array A is 269 ??? :false

USING Binary Search -Sum of two numbers in array A is 269 ??? :false

USING Both Ends -Sum of two numbers in array A is 8 ??? :true

USING Binary Search -Sum of two numbers in array A is 8 ??? :true

**Algorithms - Find The Longest Sequence Of Prefix Shared By All The Words In A String**

**Objective:** Find The Longest Sequence Of Prefix Shared By All The Words In A String

**Input:** A String

**Output:** The longest sequence of prefix common in all the words in a string

**Example:**

"Bedroom BedClock BedTable BedWall" => "Bed"

**Approach:**

* Split the input by blank space and store it in arrA[].
* Create int resultLen and store the first index string length in it (int resultLen = arrA[0].length())
* Create another interger variable, int curr
* Now run a loop in rest of the array.
* Check if curr < resultLen and curr<length of current string in a loop
* If so check if character at curr position matched in first index string and with the current string a loop, if so, increase curr by 1
* Change resultLen = curr
* Return substring of resultLen length

**Complete Code:**

**package** interviewQuestion;

**public** **class** LongestPrefixSequence {

**private** String [] arrA;

**public** LongestPrefixSequence(String [] arrA){

**this**.arrA = arrA;

}

**public** String findPrefix(){

**int** resultLen = arrA[0].length();

**int** curr;

**for**(**int** i=1;i<arrA.length;i++){

curr=0;

**while**(curr<resultLen && curr<arrA[i].length() && arrA[0].charAt(curr)==arrA[1].charAt(curr)){

curr++;

}

resultLen = curr;

}

**return** arrA[0].substring(0,resultLen);

}

**public** **static** **void** main(String args[]){

String x = "Sumit Summation Summit Sum";

String [] arrA = x.split(" ");

LongestPrefixSequence lp = **new** LongestPrefixSequence(arrA);

System.*out*.println("Original String : " + x);

System.*out*.println("Common Prefix is : " + lp.findPrefix());

}

}

**Output:**

Original String : Sumit Summation Summit Sum

Common Prefix is : Sum

**Keyword:** Find The Longest Sequence Of Prefix Shared By All The Words In A String, The longest sequence of prefix common in all the words in a string, The longest substring of prefix common in all the words in a string**, Google interview, Common prefix in all strings, Common prefix in multiple strings**

**Algorithms - Singly Linked List Implementation**

Linked List- As the name suggests it's a list which is linked.

* Linked List consist of Nodes
* Nodes are nothing but objects of a class and each node has data and a link to the next node.

**class** Node {

**public** **int** data;

**public** Node next;

**public** Node(**int** data) {

**this**.data = data;

**this**.next = **null**;

}

}

![Node.png](data:image/png;base64,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)

* The last node in the list points to NULL , so when you reach there you will know that the list ends here.

![Linked List.png](data:image/png;base64,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)

**Operations:**

**Add at the Start :** Add a node the beginning of the linked list. Its O(1).

**Add at the End :** Add a node at the end of the linked list. its O(n) since to add a node at the end you need to go till the end of the array.

**Delete at the Start :** Delete a node from beginning of the linked list. Its O(1).

**Delete at the End :** Delete a node from the end of the linked list. its O(n) since to delete a node at the end you need to go till the end of the array.

**Get Size:** returns the size of the linked list.

**Get Element at Index :** Return the element at specific index, if index is greater than the size then return -1. its O(n) in worst case.

**Add Element at Specific Index :** Add element at specific index. If index is greater than size then print "INVALID POSITION". Worst case its O(n)

Display(): Prints the entire linked list. O(n).

**Complete Code:**

**package** interviewQuestion;

**public** **class** LinkListImplementation {

**public** **static** **void** main(String[] args) **throws** java.lang.Exception {

LinkedListT a = **new** LinkedListT();

a.addAtBegin(5);

a.addAtBegin(15);

a.addAtEnd(20);

a.addAtEnd(21);

a.deleteAtBegin();

a.deleteAtEnd();

a.addAtIndex(10, 2);

a.addAtEnd(15);

a.display();

System.*out*.println("\n Size of the list is: " + a.size);

System.*out*.println(" Element at 2nd position : " + a.elementAt(2));

System.*out*.println(" Searching element 20, location : " + a.search(15));

}

}

**class** Node {

**public** **int** data;

**public** Node next;

**public** Node(**int** data) {

**this**.data = data;

**this**.next = **null**;

}

}

**class** LinkedListT {

**public** Node head;

**public** **int** size;

**public** LinkedListT() {

head = **null**;

}

**public** **void** addAtBegin(**int** data) {

Node n = **new** Node(data);

n.next = head;

head = n;

size++;

}

**public** **int** deleteAtBegin() {

**int** tmp = head.data;

head = head.next;

size--;

**return** tmp;

}

**public** **void** deleteAtEnd() {

Node currNode = head;

**if** (head.next == **null**) {

head = **null**;

} **else** {

**while** (currNode.next.next != **null**) {

currNode = currNode.next;

}

**int** temp = currNode.next.data;

currNode.next = **null**;

size--;

}

}

**public** **void** addAtEnd(**int** data) {

**if** (head == **null**) {

addAtBegin(data);

} **else** {

Node n = **new** Node(data);

Node currNode = head;

**while** (currNode.next != **null**) {

currNode = currNode.next;

}

currNode.next = n;

size++;

}

}

**public** **int** elementAt(**int** index){

**if**(index>size){

**return** -1;

}

Node n = head;

**while**(index-1!=0){

n=n.next;

index--;

}

**return** n.data;

}

**public** **int** getSize(){

**return** size;

}

**public** **int** search(**int** data){

Node n = head;

**int** count = 1;

**while**(n!=**null**){

**if**(n.data==data){

**return** count;

}**else**{

n = n.next;

count++;

}

}

**return** -1;

}

**public** **void** addAtIndex(**int** data, **int** position){

**if**(position == 1){

addAtBegin(data);

}

**int** len = size;

**if** (position>len+1 || position <1){

System.*out*.println("\nINVALID POSITION");

}

**if**(position==len+1){

addAtEnd(data);

}

**if**(position<=len && position >1){

Node n = **new** Node(data);

Node currNode = head; //so index is already 1

**while**((position-2)>0){

System.*out*.println(currNode.data);

currNode=currNode.next;

position--;

}

n.next = currNode.next;

currNode.next = n;

size++;

}

}

**public** **void** display() {

System.*out*.println("");

Node currNode = head;

**while** (currNode != **null**) {

System.*out*.print("->" + currNode.data);

currNode = currNode.next;

}

}

}

**Output:**

->5->10->20->15

Size of the list is: 4

Element at 2nd position : 10

Searching element 20, location : 4

**Algorithms - Merge or Combine Two Sorted Linked Lists**

**Objective:** Given two sorted linked lists, objective is to merge both the lists in sorted order.

**Input:** Two sorted linked list List a, List b.

**Example:**

**List a :** ->2->6->18

**List b:** ->1->3->17->19

**Merged List: ->1->2->3->6->17->18->19**

**Approach:**

**Without Recursion:**

* Create a new node say result
* Navigate through both the linked lists at the same time, starting from head
* Compare the first node values of both the linked lists
* Whichever is smaller, add it to the result node
* Move the head pointer of the linked list whose value was smaller
* Again compare the node values
* Keep doing until one list gets over
* Copy the rest of the nodes of unfinished list to the result

**With Recursion:**

* Base Case :

If List A gets finished , return List B.

If List B gets finished, return List A.

* Create a result node and initialize it as NULL
* Check which node (List A or List B) has a smaller value.
* Whichever is smaller, add it to the result node.
* Make recursive call and add the return node as result.next

result.next = recurrsionMerge(nA.next, nB)

**Complete Code:**

**package** interviewQuestion;

//WithOut Recursion

//create a new node say result

//navigate through both the linked lists at the same time, starting from head

//compare the first node values of both the linked lists

//which ever is smaller, add it to the result node

//move the head pointer of the linked list whose value was smaller

//again compare the node values

//keep doing until one list gets over

//copy the rest of the nodes of unfinished list to the result

**public** **class** MergeTwoLinkList {

**private** LinkedListT a;

**private** LinkedListT b;

**public** MergeTwoLinkList(LinkedListT a, LinkedListT b){

**this**.a=a;

**this**.b=b;

}

**public** LinkedListT mergeWithOutRecur(){

LinkedListT result = **new** LinkedListT();

**while**(a.head!=**null** && b.head!=**null**){

// System.out.println(a.head.data + " " + b.head.data);

**if**(a.head.data<b.head.data){

result.addAtEnd(a.head.data);

a.head = a.head.next;

}

**else**{

result.addAtEnd(b.head.data);

b.head = b.head.next;

}

}

**while**(a.head!=**null**){

result.addAtEnd(a.head.data);

a.head = a.head.next;

}

**while**(b.head!=**null**){

result.addAtEnd(b.head.data);

b.head = b.head.next;

}

**return** result;

}

**public** Node recurrsionMerge(Node nA, Node nB){

//base case

Node result = **null**;

**if**(nA==**null**) **return** nB;

**else** **if**(nB==**null**) **return** nA;

**if**(nA.data<nB.data){//Check which node has a smaller value

result = nA; //add it to the result node

result.next = recurrsionMerge(nA.next, nB);//Recursive call and add the return node as result.next

}

**else**{

result = nB; //add it to the result node

result.next = recurrsionMerge(nA, nB.next); //Recursive call and add the return node as result.next

}

**return** result;

}

**public** **void** display(Node head) {

System.*out*.println("");

Node currNode = head;

**while** (currNode != **null**) {

System.*out*.print("->" + currNode.data);

currNode = currNode.next;

}

System.*out*.println("");

}

**public** **static** **void** main(String [] args){

System.*out*.println("Method : with Recursion");

LinkedListT a = **new** LinkedListT();

a.addAtBegin(8);a.addAtBegin(6);a.addAtBegin(5);

LinkedListT b = **new** LinkedListT();

b.addAtBegin(9);b.addAtBegin(7);b.addAtBegin(3);b.addAtBegin(1);

MergeTwoLinkList m = **new** MergeTwoLinkList(a, b);

m.display(a.head);m.display(b.head);

Node result;

result = m.recurrsionMerge(a.head, b.head);

m.display(result);

//method 2

System.*out*.println("Method : without Recursion");

LinkedListT a1 = **new** LinkedListT();

a1.addAtBegin(18);a1.addAtBegin(6);a1.addAtBegin(2);

LinkedListT b1 = **new** LinkedListT();

b1.addAtBegin(19);b1.addAtBegin(17);b1.addAtBegin(3);b1.addAtBegin(1);

MergeTwoLinkList m1 = **new** MergeTwoLinkList(a1, b1);

m1.display(a1.head);m1.display(b1.head);

LinkedListT res = m1.mergeWithOutRecur();

m1.display(res.head);

}

}

**Output:**

Method : with Recursion

->5->6->8

->1->3->7->9

->1->3->5->6->7->8->9

Method : without Recursion

->2->6->18

->1->3->17->19

->1->2->3->6->17->18->19