**Algorithms-Binary Search**

**Objective :** To find an element in an sorted array

**Input:** A sorted array, arrA[] and an key

**Output :** Return true if element is found, else false.

**Approach:** The idea is to compare the middle element of array with the key, if key equal to the middle element , that’s it you have find your element, return true. If key is greater than the middle element, chuck out the first half of the array, you wont find your key in the first half and do the recursive search on the right half of the array and vice versa.

If(mid\_element==key)

return true;

else if (mid<key)

do recursive search on the right half of the array.

else

do recursive search on the left half of the array.

**Time Complexity**: O(logN) –since we are eliminating half of the array with every comparison.
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**Complete Code:**

**package** interviewQuestion;

**public** **class** BinarySearch {

**private** **int** [] arrA;

**private** **int** number;

**public** BinarySearch(**int** [] arrA){

**this**.arrA = arrA;

}

**public** Boolean Search(**int** low,**int** high, **int** number){

**if**(low>high){

**return** **false**;

}

**int** mid = (high+low)/2;

**if**(arrA[mid]==number)**return** **true**;

**else** **if** (arrA[mid]>number) **return** Search(low,mid-1,number);

**else** **return** Search(mid+1,high,number);

}

**public** **static** **void** main(String args[]){

**int** [] a = {2,5,8,10,14,44,77,78,99};

**int** number = 99;

BinarySearch b = **new** BinarySearch(a);

System.*out*.println("The "+ number + " present in array a ??? :" + b.Search(0, a.length-1, number));

number = 76;

System.*out*.println("The "+ number + " present in array a ??? :" + b.Search(0, a.length-1, number));

}

}

Output:

The 99 present in array a ??? :true

The 76 present in array a ??? :false

Download link:

**Algorithms – Merge Sort**

**Objective :** To sort elements in an array

**Input:** A insorted array, arrA[].

**Output :** A sorted array.

**Approach:**

**Divide and Conquer:** In this approach we divide the main problems into smaller problems, solve them and merge the results to get the final result.

**How Divide and conquer works in Merge Sort:**

We divide the elements into two half’s by middle of the array. We solve the left half and right half recursively and merge the results.

**Merging:**

Once the sorting is done individually on both the half’s, our next task will be merge them. To merge we start with both the arrays at the beginning, pick the smaller one put into array and then compare the next elements and so on.
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**Time Complexity : O(nlogn) { O(logn) for dividing and O(n) for merging.**

**Note: we can make merging more efficient by implementing these approaches**

**Using Auxiliary Array with copying data** – In this approach you wont create new array everytime for merging instead you create Auxiliary array. This will save memory for you.

**Alternate Merging Between Primary and Auxiliary Array:** This is the best approach for merging. You don’t copy the entire array to auxiliary array for merging instead you do alternate merging between main array and auxiliary array.

Below is the running time comparison between all three approaches

|  |  |  |  |
| --- | --- | --- | --- |
| **Data Size** | **Dynamic Memo Allocation Algo** | **Using Auxillary Array with copying data** | **Alternate Merging Between Primary and Auxillary Array** |
| 1 Million | 600-630 mili sec | 450-470 mili sec | 400-425 mili sec |
| 10 million | 6 secs | 4.2 secs | 2.3 secs |
| 100 million | 56 secs | 46 sec | 18 sec |

**You can find the implementation of all these approaches here –**

<https://github.com/SumitJainUTD/DataStructuresAlgos/tree/master/3%20Different%20Impl%20of%20Merge%20Sort>

**Complete Code:**

**package** interviewQuestion;

**public** **class** MergeSort {

**private** **int** arrSize;

**private** **int** [] arrAux;

**private** **int** [] arrInput;

**public** MergeSort(**int** [] arrInput){

**this**.arrInput = arrInput;

arrSize = arrInput.length;

arrAux = **new** **int** [arrSize];

}

**public** **int**[] mergeSorting(){

sort(0,arrSize-1);

**return** arrInput;

}

**public** **void** sort(**int** low, **int** high){

**if**(low<high){

**int** mid = low+((high-low))/2;

sort(low,mid);

sort(mid+1,high);

merge(low, mid, high);

}

}

**public** **void** merge(**int** low, **int** mid, **int** high){

//copy the entire array in the Auxilary array

**for**(**int** i=low;i<=high;i++){

arrAux[i] = arrInput[i];

}

**int** i = low;

**int** j = mid+1;

**int** k = low;

**while**(i<=mid && j<=high){

**if**(arrAux[i]<=arrAux[j]){

arrInput[k]=arrAux[i];

i++;

}

**else**{

arrInput[k]=arrAux[j];

j++;

}

k++;

}

**while**(i<=mid){

arrInput[k]=arrAux[i];

i++;

k++;

}

}

**public** **void** displayArray(**int** [] b){

**for**(**int** i=0;i<b.length;i++){

System.*out*.print(" " + b[i]);

}

}

**public** **static** **void** main(String[] args){

**int** [] a = {2,1,6,3,9,4,5,10};

MergeSort m = **new** MergeSort(a);

**int** [] b = m.mergeSorting();

m.displayArray(b);

}

}

Output :

1 2 3 4 5 6 9 10

**Algorithms - Hash Table Implementation**

**Objective :** To implement a Hash Table

**Input:** A set of pairs of keys and values

**Approach:**

* **Create a Hash Table**
  + Hashtable<Integer, String> ht = new Hashtable<Integer, String>();
* **Insert values in hash table using put(key,value)**
  + ht.put(key, value);
* **Get values from hash table using get(key)** 
  + ht.get(key);

|  |  |
| --- | --- |
| Key | Value |
| 1 | Sumit |
| 2 | Raghav |
| 3 | Rishi |

hashTable Object  
Advantage : The search time for any element is O(1) since it uses key to find an element so it takes constant time. But drawback is that it takes extra space.

**Complete Code:**

**package** interviewQuestion;

**import** java.util.Hashtable;

**public** **class** SimpleHashTable {

**int** [] a = **new** **int**[5];

String [] arrNames = **new** String[]{"Sumit","Jain","Raghav","Garg","Gaurav","Rishi"};

Hashtable<Integer, String> ht = **new** Hashtable<Integer, String>();

**public** **void** insertValues(){

**for**(**int** i=0;i<arrNames.length;i++ ){

ht.put(i+1,arrNames[i]);

}

}

**public** String getValue(**int** key){

**return** ht.get(key);

}

**public** **static** **void** main (String [] args){

SimpleHashTable sht = **new** SimpleHashTable();

sht.insertValues();

System.*out*.println("All values inserted");

System.*out*.println("Employee with ID 1 is "+ sht.getValue(1));

System.*out*.println("Employee with ID 3 is "+ sht.getValue(6));

}

}

Output:

All values inserted

Employee with ID 1 is Sumit

Employee with ID 3 is Rishi

**Algorithms – Find an Element in 2 dimensional sorted array**

**Objective :** To **Find an Element in 2 dimensional array where rows and columns are sorted respectively.**

**Input:** A two dimensianl sorted array, arrA[][].

![Sorted 2D array.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcIAAAHoCAIAAABVTXhCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABxXSURBVHhe7d3tVevItkbhzubEAAE5jQ4BoiEZgulTsmRbKhsj1ofeWjCfUT+EAVHUXprbp8cdd//zHwDAgYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjFv8ANS0TjFAcq8XI48je8rB/PMSxWpAqGzKkVWb///4vcuWrPRYqpMqGDGnV2H8XwZCVrPZYqJAqGzKkRUaT1B4LFVJlQ4a0yGiS2mOhQqpsyJAWGU1SeyxUSJUNGdIqmVGbkJvsVnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0IlcBw/31/b3V7fP5eP3aL2Nm9sdvpYXnRqt1quoq12G7XZB9rdl6scH6fpFwgchk72/mOEFDDkJrtVONbxBI3j9NS8vn+0AgyX0Zaly57OhYppU9pj/HG67HY607SQ5maobf31dAodhg4ZTVLhWMcTOo5TpobL6FrcBg94jINPcytz/9PGTx+p2yejWSoc63j+Vkbj3uDlP8bzG/x6GZojmvy3ABnNUuFYx/OXMhq5vcTHeOrnWeJ/Gk3b/yWiZHQSUsCQm+xW4VjHEzqOQ2c09t3dAY/xdJppKc3Z/y2iZHQSUsCQm+xW4VjH80cyGv6/kI94jDNDlLP/6xvplZzfoN14uRpZSAFDbrJbhWMdT+g4jpnRaVfhD3PWY9w2u347V+zd6FrmXwJH7D9CSAFDbrJbhWMdT9A49m9DQp6fdp/lyuP+HVJEmtptlqtg53gu8ipERg8RUsCQm+xW4VjHM/I4src87P8IIQUMuclutcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUCFVNmRIi4wmqT0WKqTKhgxpkdEktcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUCFVNmRIi4wmqT0WKqTKhgxpkdEktcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUCFVNmRIi4wmqT0WKqTKhgxpkdEktcdCpY0jUNEywSMLKWDITXYjoxYjjyN7y8P+jxBSwJCb7FZ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUCFVNmRIi4wmqT0WKqTKhgxpkdEktcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUCFVNmRIi4wmqT0WKqTKhgxpkdEktcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUCFVNmRIi4wmqT0WKqTKhgxpkdEktcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0iKjSWqPhQqpsiFDWmQ0Se2xUAkcx8+3l3a3s5e3z+VFj3aj5crj4zTvaeX0sXzOrt1luQq32nDMOT7Sbr5chbvtP2/7ZDRLhWMdT9Q4Tg2NfmoyHpXpGQ+oaN5j3DZ4OceMM73I2v90vpc9R531I2Q0SYVjHU/QOK4e/jjxj0pcmLIe42mH1/SknOosaf/bA663/2AhBQy5yW4VjnU8MeN4fnperv+bPugtSLvTchUk8O1R+N6upk1Ou8x8L5q3/80RB553L+/8I4UUMOQmu1U41vHEjOP0vFwe+enxj3l4oh+VyKc69TE+lzT1Py0m7n/Z/GT6m5WMegsYcpPdKhzreGLGcROosLdRsY9K7Lu7tMf4dpTnv4+yUnpIhiL/3uqQ0SQVjnU8MeO4SdSYGQ1+pJMe4+3ZxZZ/44gMJVaUjGapcKzjCRrH1QM/PTwxz37gozLtL/SRznqM1+kJ3/RKfobi5uARMpqkwrGOJ2wcz8/8LOrJb7darrziH+m4vfWmvV7Uy9BqDPI237T7L1cjCylgyE12q3Cs4xl5HNlbHvZ/hJAChtxkt9pjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjodLGEahomeCRhRQw5Ca7kVGLkceRveVh/0cIKWDITXarPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIS0ymqT2WKj4x/Hz7aXd5OXtc/n48srZ6WN5zaJ9/3Jldb+32cdp2tz96/v593bvbrerg2xcZ9lr91uu4jw87dXv4DnvXrvdcjWykAKG3GS3Csc6Ht84Tjl6eftoT8rqEfk4XT6YPu14+BP2dtY+83I63b/+E9GP8cPdTgkKjefNIfs//wKeU/4aGU1S4VjHEzGOXz4szqcoZ29zm7wPeM5j3O1q3uryQaxD9j/9feU442fIaJIKxzqezIzO71C0qer3dinTV3ve67CMXng2+0C743IVabv/80cv119h+P8oES+kgCE32a3CsY4nYhzvkjT188z35LQbLFd29w/2vKe7Pf9QxN7ufbmr6ROhHTpi/+u/RqN/gZz9/1zXuOfLprvJkxVhjGOtJj5VK85nJ3pv0/VlN1/ueaeDMzo3afgMbfe/2bL3wDtDZLSr2LfLprvJnuUwwLEWlJpR57MTvbfrm+QV6+7aty5XkbJO8t4R+998FPwL5Oz/J7py7Vk23U32LAf1sdYUMY53D8/6Ld9A70bXvE/1ARm6/V88bP/3cYgjMrr+MPoXIKPPloP6WGvyjWP//u78oEwPz4XryWnfv1xZPNzb1WgZfbTb9Wuug3yg3XK5ivHFaa9mIfC/SDTthsuVSleub5dHd6tvl4P6WGvSj+PX2Fse9u8VV64AcZupPRYqpMqGDGkNsf+4eLl022jLofZYqJAqGzKkRUZvQrdReyxUSJUNGdIiozeh26g9FiqkyoYMaZHRm9Bt1B4LFVJlQ4a0yOhN6DZqj4UKqbIhQ1pk9CZ0G7XHQoVU2ZAhrREz2pZE6B5qj4UKqbIhQ1qj7D80YRbRG6g9FiqkyoYMaZHRRfQGao+FCqmyIUNaZHQRvYHaY6FCqmzIkBYZXURvoPZYqJAqGzKkRUYX0RuoPRYqpMqGDGmR0UX0BmqPhQqpsiFDWgPtPzpkP9D96Lbcao+FCqmyIUNaZHSS8KNrj4UKqbIhQ1rDZfS3qD0WKqTKhgxpkdEktcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTI6MXn+2s7jNf3oH/ysPZYqJAqGzKkNdb+u4zOZTv7Yd7m7/zRP6JKRgfQ/gSWq/GwtzzsP9I6o5ustQ8MTSSj1Yz8OLG3POw/0jqj87/Y/6CE63/K/1K9cwNf39/Pn3p9nYJ4cQvx8sKmldebvZ5OZFSu/QksV+Nhb3nYf6T7d6PNpmzruK7eP16++FLd+eNrgzcfnm8xX58v5/svPSWjUuc/A6CeZYJH8PV/G13H7pq6W0dvV+vPfBHVa0c3d+tv4URGLdqfwHI1HvaWh/1H6jI6m/t2LlyfumsHu1B2Hy/vNDfa57Z36+/tVHssVNqfwHI1HvaWh/1HepjRZu5gK9/m/eMqljsy+iCQm9fJ6ADan8ByNR72lof9J2lVuybtWtFt+Vat7DPalXN1g7V1OecvIaNa7U9guRoPe8vD/tPMkVvcEvjw5buM3r5sCeOSyYvLl15ffn3/mL6DjEq1P4jlajzsLQ/7x0McqwWpsiFDWmQ0CcdqQapsyJAWGU3CsVqQKhsypEVGk3CsFqTKhgxpkdEkHKsFqbIhQ1pkNAnHakGqbMiQ1oj7//f8/3j0uvJk/qDaY6FCqmzIkBYZTfpBtcdChVTZkCEtMpr0g2qPhQqpsiFDWmQ06QfVHgsVUmVDhrQKZLStJJk/pfZYqJAqGzKkNej+MwO3SP4RtcdChVTZkCEtMpr0I2qPhQqpsiFDWmQ06UfUHgsVUmVDhrTIaNKPqD0WKqTKhgxpkdGkH1F7LFRIlQ0Z0iKjST+i9liokCobMqQ17v5TM9fdvK1otcdChVTZkCEtMhp/87PaY6FCqmzIkBYZjb/5We2xUCFVNmRIi4zG3/ys9liokCobMqRFRuNvflZ7LFRIlQ0Z0iKj8Tc/qz0WKv5x/Hx7aTd5ebv8O9ndP6w9Wf873D/QvnO5sur31qy2t3n9h9q3L1dxnu7Ws9kH2h2XqyDz5merf5z99qpxCL7QbrhcjSa1dKk3Pxv1WMfmG8fpKX95+2jPyldP+fQV1gcoYW/txctH0xNub1P0Y/xot/Nr80eec3wkeP/tMNfnumx19Qusf5cI42a0SYpd0m23Bj7WgUWM49dB0qdqu4Ppo2uM2pOt3du9zW63W3ft9l5ihq773qR/c/R+ZHR5MdrAxzqw1IxunqOfy9jbtKVpT1/ueaecx3i7q83xOc+yl5ihy063v4z3wDuJ+/dL6l3SbbcGPtaBZaTqwvvkJ+3tXFLv/8SM2Nu9frfLVicvLzXezd1+he6Xab+L78g30vYfIal3SbfdGvhYBxYxjo8z+vjVn0jY263s0ycc+8t5jJ+cmffvpE5ShqZdXn6B7S/jH4cNMrq8GG3gYx1YWkYDHvvwvQU+2EdnNLiiKftfN3Sy2fP0q43/10CMpN4l3XZr4GMdWFJGp5fcT0383tYPtm+Lx2a0D5Rf9P7Pp9lvcXXcm6QGGDqjTXjyuhu2lWPsYx2Vbxynh2Pt8hzFPPbthsuVxeO9rV/17LB9+3IV49Fuz2ma+Q+z0+65XIXot39p5u1XCP4N2h2XqzGFJy/8hl8Y+1hHNfI4src87D9XePXCb/iF2mOhQqpsyJAWGU1SeyxUSJUNGdIio0lqj4UKqbIhQ1pkNEntsVAhVTZkSIuMJqk9FiqkyoYMaRXYf2D4Am/1ndpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGmR0SS1x0KFVNmQIa16GW3LLOo+O9QeCxVSZUOGtGrsPyR/ITfZrfZYqJAqGzKkRUaT1B4LFVJlQ4a0yGiS2mOhQqpsyJAWGU1SeyxUSJUNGdIio0lqj4UKqbIhQ1pkNEntsVAhVTZkSKvM/p0R7L69rWS1x0KFVNmQIa0/mtF8tcdChVTZkCEtMpqk9liokCobMqRFRpPUHgsVUmVDhrTIaJLaY6FCqmzIkBYZTVJ7LFRIlQ0Z0qqa0bZ+xPO9JrXHQqWNI1DRMsHjM6fQ/I0OZNRi5HFkb3nY/3HMNTR/o0PtsVAhVTZkSIuMJqk9FiqkyoYMaZHRJLXHQoVU2ZAhLTKapPZYqJAqGzKkRUaT1B4LFVJlQ4a0iu3fEMTuW9o6RO2xUCFVNmRI689l9Ci1x0KFVNmQIS0ymqT2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNa9fb/oyz+6ItD1R4LFVJlQ4a0yGiS2mOhQqpsyJAWGU1SeyxUSJUNGdIio0lqj4UKqbIhQ1pkNEntsVAhVTZkSIuMJqk9FiqkyoYMaZXc//447v/KaLXHQoVU2ZAhrd+c0Z1flqP2WKiQKhsypEVGk9QeCxVSZUOGtMhoktpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEir6v6/TeS3X5Cs9liokCobMqRFRpPUHgsV5zh+vr20O8xOH89eNGjfvlyZfLc3z9biH+Mnh/Zxml58eftcPo7QbrhcBflq/6vXI3+DdrvlqpZvK/ntFySreaxqrnFsj8jl0Tg/LefH5+GLJvF7a0W6vDi1yb616Mf4yaG1jb6cTi9jZ/SL/U/Xsfu+IKNJah6rWtg4PnxifI9R6t6cT3jiY7zZ2fTB6cO52QcO2f/0N0Dorm/IaJKax6oWNo4P39353vJl7m16yfOIJz7Gq93OEXU3/4Ej9n/e9Ut7bzqzD8ID7X7LVS3fVvLbL0hW81jVgsbx4XPuffhT9jY95Ge+p7rdYLkKttrtdDnv0nuS947Y//qvqunlyJCm7T9ZV8m2Os8/m6/msaqFjOPDt3YPX/yRvL01zuc66TFe7fYW0UIZ3Zz29MH1hIN/haoZbZ6E8smnjlL2WKX84/iwU1/F60eS9rbwPdcZj/F2t9NHPfeRXrWbLVdx+tPenDAZvXjSyiefOkrZY5XyjeP0bNw9HA9ftIjfW3tt/QZvoHejzw9t+mxgg5pD9r/adsjfqytkNEnZY5VyjeP9G6bWpYcvmrRvXa4MHm/j/LQvXE91+/7lKsQ3hzZ8Rr/a/+q8rVPwWLvhclXOk1Y++dRRyh6r1MjjyN7ysH+ZJ6188qmj1B4LFVJlQ4a0yGiS2mOhQqpsyJBW7f0/zGX3YlsKtcdChVTZkCGt359RkdpjoUKqbMiQFhlNUnssVEiVDRnSIqNJao+FCqmyIUNaZDRJ7bFQIVU2ZEiLjCapPRYqpMqGDGn9qoy2df+iSO2xUCFVNmRIq/r++2h2S6f4sYqQKhsypEVGkxQ/VhFSZUOGtMhokuLHKkKqbMiQFhlNUvxYRUiVDRnSIqNJih+rCKmyIUNaZDRJ8WMVIVU2ZEirfEabLp3rpVP/WBVIlQ0Z0vrNGZWqf6wKpMqGDGmR0ST1j1WBVNmQIS0ymqT+sSqQKhsypEVGk9Q/VgVSZUOGtMhokvrHqkCqbMiQFhlNUv9YFUiVDRnS+g0ZbbqAtqX2K471cKTKhgxpkdEkv+JYD0eqbMiQFhlN8iuO9XBtHIGKlgkurWtoW2pkFEApXUPbUiOjAErpGtqWGhkFUA0ZBQCXkRrakFEABQ3T0IaMAoALGQUAFzIKAC5kFABcyCgAuJBRAHAhowDgQkYBwIWMAoALGQUAFzIKAC5kFABcyCgAuJBRAHAhowDgQkYBwIWMAoALGQUAFzIKAC5kFABcyCgAuJBRAHAhowDgQkYBwIWMAoALGQUAFzIKAC5kFABcyCgAuJBRAHAhowDgQkYBwIWMAoALGYXDv/+7LeCvIqOwWje0W8BfQkZh1aXzyQJ+NTIKq66VOxfw65BRWHV9NCzgVyCjsOqa6F9ATWQUVk8i2H3KsIA6yCisdoav+zLbAgZGRmFlK133XYYFDIaMwspft+4OhgUMgIzCKrZo3d1sC1Ago7BKTVh3c8MCjkJGYXVYtrofZFhAJjIKK0mquh9qW0AoMgqrEdrU7cGwALeaGe2eBNYIS67bj2EBJgUz2o0+a5A1lG5vtgXsQ0ZZQWtk3VYNC/gaGWUFrSq6bdsWsEJGWRGrru4XMSz8efUzCkTpRsuw8CeRUeCRbsxsC38DGQV26KbOsPB7kVHgh7oJNCz8LmQUcOim0bZQHBnFr/T5/vrPP/+8vn8uHx+kG07DQkFkFEeZy3b2w7zN33n6WD7cQ5TRtW5QbQsVkFEcYpO19oGhidUy2unm1rAwKjKKQ3ycWtUelXD+xOxSvXMDX9/fz596fZ2CeHEL8fLCppXXm72eTqNldK2bYcPCSMgoDnHt3qZs67iu3j9evvhS3fnja4M3H55vMV+fL+f7Lz0dNaNr3TzbFqTIKI5yLWmzit01dbeO3q7Wn/kiqteObu7W36KMbrx/uqBARnGsuW/nwvWpu3awC2X38fJOc6N9bnu3/t4ldaO+c+FwZBSHmzvYyrd5/7iK5Y6MPgjk5vVfkdG1buyfLByOjOIIrWrXpF0rui3fqpV9Rrtyrm6wti7n/CXVM9qN+s6Fw5FRHGOO3OKWwIcv32X09mVLGJdMXly+9Pry6/vH9B0FM9qN908XFMgoINXNs21BiowCh+tm2LAwEjIKHKKbW8PCqMgokKMbVNtCBWQUiNMNp2GhIDIKOHTTaFsojowCP9RNoGHhdyGjwA7d1BkWfi8yCjzSjZlt4W8go8BFN1qGhT+pfkZZI6y6ul/EsPDnkVFW0Kqi27ZtAStklBW0RtZt1bCAr5FRVtAaSrc32wL2KZjRpht31ghLrtuPYQEmNTOKEYzQoG4PhgW4kVFYSXrU/VDbAkKRUVgd1qbuBxkWkImMwio1Vd3NDQs4ChmFVWy2urvZFqBARmHlT1h3B8MCBkBGYWUrWvddhgUMhozCamfdui+zLWBgZBRWT0rXfcqwgDrIKKy68PkXUBMZhVUXQcMCfgUyCquuiTsX8OuQUVh1fXyygF+NjMKqa+V6AX8JGYUD6QTIKAA4kVEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAOBCRgHAhYwCgAsZBQAXMgoALmQUAFzIKAC4kFEAcCGjAODw33//B3x8CGWglAvXAAAAAElFTkSuQmCC)

**Output :** True or false based on whether element exists and its location

**Approach:**

* Start from the left top corner, say ele;
* If ele>number -> move left
* If ele<number -> move right
* If you cant move further to find the number , return false
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Complete Code:

**package** interviewQuestion;

//Here objective is find an element in two dimensional array

//all rows and columns of an array are sorted in ascending order respectively

**public** **class** FindElementInSorted2DArray {

**public** Boolean findElement(**int** [][] arrA, **int** number){

//start from the left top corner, say ele;

//if ele>number -> move left

//if ele<number -> move right

//if you cant move further to find the number , return false

**int** row = 0;

**int** col = arrA[1].length-1;

**boolean** numberFound = **false**;

System.*out*.print("The Movement : " );

**while**(numberFound==**false**){

**int** ele = arrA[row][col];

System.*out*.print(ele + "->" );

**if**(ele==number){

**return** **true**;

}

**else** **if**(ele>number)col--;

**else** **if** (ele<number)row++;

**if**(row>arrA[0].length-1||col<0)**return** **false**;

}

**return** **false**;

}

**public** **static** **void** main(String args[]){

**int** [][] a = {{1,2,3,4},{6,7,8,9},{13,14,15,16},{17,18,19,20},{22,23,24,26}};

**int** number1 = 15;

**int** number2 = 5;

**int** number3 = 19;

**int** number4 = 25;

FindElementInSorted2DArray f = **new** FindElementInSorted2DArray();

System.*out*.println("The "+ number1 + " present in 2D array a ??? :" + f.findElement(a, number1));

System.*out*.println("The "+ number2 + " present in 2D array a ??? :" + f.findElement(a, number2));

System.*out*.println("The "+ number3 + " present in 2D array a ??? :" + f.findElement(a, number3));

System.*out*.println("The "+ number4 + " present in 2D array a ??? :" + f.findElement(a, number4));

}

}

Output:

The Movement : 4->9->16->15->The 15 present in 2D array a ??? :true

The Movement : 4->9->8->7->6->The 5 present in 2D array a ??? :false

The Movement : 4->9->16->20->19->The 19 present in 2D array a ??? :true

The Movement : 4->9->16->20->The 25 present in 2D array a ??? :false

**Algorithms – Find a Missing Number From a Sequence of Consecutive Numbers**

**Objective :** Find a Missing Number From a Sequence of Consecutive Numbers

**Input:** Array, arrA[] with a missing number and Range

**Output :** missing number

**Approach:**

* Approach is very simple, Add all the given numbers say S
* Calculate sum of N numbers by formula n(n+1)/2 , say N
* Find missing number m = N-S

Example : suppose array given is {1,2,3,4,5,6,8,9,10} and range is 10.

So N will be sum of 1 to 10 = 10(10+1)/2 = 55

S will be sum of all the array elements which is = 48

So missing number will be = 55-48 = 7

**Complete Code:**

**package** interviewQuestion;

//find the missing number from the sequence of consecutive number

//Approach is very simple, Add all the given numbers say S

//Calculate sum of N numbers by formula n(n+1)/2 , say N

//Find missing number m = N-S

**public** **class** FindMissingNumber {

**int** Sum;

**int** Sum\_N;

**public** **int** missingNumber(**int** [] arrA, **int** size){

Sum\_N = size\*(size+1)/2;

**for**(**int** i=0;i<arrA.length;i++){

Sum +=arrA[i];

}

**return** Sum\_N-Sum;

}

**public** **static** **void** main(String args[]){

**int** [] arrA = {1,2,3,4,5,7,8,9,10};

System.*out*.println("Missing number is :" + (**new** FindMissingNumber()).missingNumber(arrA,10));

}

}

Output :

Missing number is :6

**Algorithms – Find two Missing Numbers in a Sequence of Consecutive Numbers**

**Objective :** Find two Missing Numbers in a Sequence of Consecutive Numbers

**Input:** Array, arrA[] with two missing numbers and Range

**Output :** Two missing numbers

**Approach:**

* Approach is very simple, Add all the given numbers say S
* Calculate sum of N numbers by formula n(n+1)/2 , say N
* Find sum of two missing numbers a+b = N-S
* Now take the product of all given numbers say P
* Now take the product of N numbers , say Np;
* Find the product of two missing numbers ab = Np-P
* Now we have a+b and ab , we can easily calculate a and b

**Example :**

Given array : {10,2,3,5,7,8,9,1}; Range : 10

N (Sum of 1 to 10 ) = 55

S (Sum of given elements ) = 45

a+b = 10------------------------------------(1)

Np(Product of 1 to 10) = 3628800

P(Product of given elements) = 151200

So a\*b = 24---------------------------------(2)

Now we have two equations and two variables, if we solve we will get values 6 and 4.

**Complete Code:**

**package** interviewQuestion;

//find the two missing numbers from the sequence of consecutive number

//Approach is very simple, Add all the given numbers say S

//Calculate sum of N numbers by formula n(n+1)/2 , say N

//Find sum of two missing numbers a+b = N-S

//Now take the product of all given numbers say P

//now take the product of N numbers , say Np;

//find the product of two missing numbers ab = Np-P

//now we have a+b and ab , we can easily calculate a and b

**public** **class** FindTwoMissingNumbers {

**int** Sum;

**int** SumN;

**int** P=1;

**int** Np=1;

**int** a,b;

**public** **int** [] missingNumbers(**int** [] arrA, **int** range){

SumN = range\*(range+1)/2;

**for**(**int** i=0;i<arrA.length;i++){

Sum +=arrA[i];

}

**int** s= SumN-Sum;

**for**(**int** i=0;i<arrA.length;i++){

P \*=arrA[i];

}

**for**(**int** i=1;i<=range;i++){

Np \*=i;

}

**int** product = Np/P;

// System.out.println(product);

**int** diffSqr = (**int**)Math.*sqrt*(s\*s-4\*product); // (a-b)^2 = (a+b)^2-4ab

a = (s+diffSqr)/2;

b= s-a;

**int** [] result = {a,b};

**return** result;

}

**public** **static** **void** main(String args[]){

**int** [] arrA = {10,2,3,5,7,8,9,1};

FindTwoMissingNumbers f = **new** FindTwoMissingNumbers();

**int** [] results = f.missingNumbers(arrA, 10);

System.*out*.println("Missing numbers are :" + results[0] + " and " + results[1]);

}

}

**Output:**

Missing numbers are :6 and 4

**Algorithms – Find a peak element in a Given Array**

**Objective :** Find a peak element in a Given Array, where peak element is the one.

**Peak Element:** peak element is the element which is greater than or equal to both of its neighbors.

**Input:** Array, arrA[] .

**Output:** A peak element and its index

**Approach:**

A simple approach is to do a linear scan to a array and using few variables we can find a peak element. But the Time Complexity will be O(n) but real question is, Can we do better?

The Answer is yes, by using Binary Search techniques.

* If middle element is the peak element, return it
* If middle element is smaller than its left element , we will get our peak element on the left half
* If middle element is the smaller than its right element, we will our peak element on the right.

**Notes:**

1. If array has all the same elements, every element is a peak element.
2. Every array has a peak element.
3. Array might have has many peak elements but we are finding only one.
4. If array is in ascending or descending order then last element or the first element of the array will be the peak element respectively.

**Complete Code:**

**package** interviewQuestion;

//we will use binary search techniques

//if middle element is the peak element, return it

//if middle element is smaller than its left element , we will get our peak element on the left half

//if middle element is the smaller than its right element, we will our peak element on the right.

**public** **class** PeakElement {

**public** **int** peak(**int** [] arrA,**int** low, **int** high, **int** size){

**int** mid = (low+high)/2;

**if**((mid==0||arrA[mid]>=arrA[mid-1]) && (arrA[mid]>=arrA[mid+1]||mid==size-1)){

**return** mid;

}

**else** **if**(mid>0 && arrA[mid]<arrA[mid-1]) **return** peak(arrA,low,mid-1,size);

**else** **return** peak(arrA,mid+1,high,size);

}

**public** **static** **void** main(String args[]){

PeakElement pe = **new** PeakElement();

**int** arrA[] = { 1,2,3,4,0,1,5,4,3,2,1};

**int** peakEle = pe.peak(arrA, 0, arrA.length-1, arrA.length);

System.*out*.println("Peak Element is found at index [" + peakEle +"] = "+ arrA[peakEle]);

}

}

**Output:**

Peak Element is found at index [6] = 5

**Algorithms – Find Whether Given String is palindrome or Not.**

**Objective :** Find Whether Given String is palindrome or Not.

**Input:** A String,

**Output:** true or false on whether string is palindrome or not

**Approach:**

* Use recursive approach
* Compare first and last characters if they are not same- return false
* If they are same make, remove the first and last characters and make a recursive call.

**Example:**

Jain niaJ => compare ‘J’ with ‘J’ =>returns true

ain nia => compare ‘a’ with ‘a’ =>returns true

in ni => compare ‘i’ with ‘i’ =>returns true

n n => compare ‘n’ with ‘n’ =>returns true

string length <2 => returns true

**Complete Code:**

**package** interviewQuestion;

//Use recursive approach

//Compare first and last characters if they are not same- return false

//If they are same make, remove the first and last characters and make a recursive call.

**public** **class** Palindrome {

**public** Boolean isPalindrome(String strX){

**if**(strX.length()<2) **return** **true**;

**if**(strX.charAt(0)==strX.charAt(strX.length()-1)){

isPalindrome(strX.substring(0, strX.length()-2));

}

**else** **return** **false**;

**return** **true**;

}

**public** **static** **void** main(String args[]){

String S1 = "Sumit";

String S2 = "SumuS";

String S3 = "ABCDEFGHGFEDCBA";

String S4 = "Jain niaJ";

Palindrome p = **new** Palindrome();

System.*out*.println("Is "+ S1 + " Palindrome ??? :" + p.isPalindrome(S1));

System.*out*.println("Is "+ S2 + " Palindrome ??? :" + p.isPalindrome(S2));

System.*out*.println("Is "+ S3 + " Palindrome ??? :" + p.isPalindrome(S3));

System.*out*.println("Is "+ S4 + " Palindrome ??? :" + p.isPalindrome(S4));

}

}

**Output:**

Is Sumit Palindrome ??? :false

Is SumuS Palindrome ??? :true

Is ABCDEFGHGFEDCBA Palindrome ??? :true

Is Jain niaJ Palindrome ??? :true

**Algorithms – Find Whether Given the Sequence of parentheses are well formed.**

**Objective:** Find Whether Given the Sequence of parentheses are well formed.

**Input:** A String contains a sequence of parentheses

**Output:** true or false on whether parentheses are well formed or not

**Approach:**

* Idea is to have two counters, one for open parentheses '{' and one for close '}'
* Read one character at a time and increment one of the counters
* If any given point of time count of close parentheses is greater than the open one, return false
* If at the end both counters are equal, return true

**Example: { { } { } } – Well formed**

**{ { } { = Not well formed**

**Complete Code:**

**package** interviewQuestion;

**public** **class** WellFormedParentheses {

**public** Boolean isWellFormed(String strParentheses){

**if**(strParentheses==**null**){

**return** **false**;

}

//Idea is to have two counters, one for open parentheses '{' and one for close '}'

//Read one character at a time and increment one of the counters

//If any given point of time count of close parentheses is greater than the open one, return false

//If at the end both counters are equal, return true

**int** openParenCounter=0;

**int** closeParenCounter=0;

**for**(**int** i =0; i<strParentheses.length();i++){

**char** x = strParentheses.charAt(i);

**if**(x=='{') openParenCounter++;

**else** **if**(x=='}') closeParenCounter++;

**if**(closeParenCounter>openParenCounter){

**return** **false**;

}

}

**if**(openParenCounter==closeParenCounter)**return** **true**;

**else** **return** **false**;

}

**public** **static** **void** main(String args[]){

String x1 = "{{{{}}}}{}{}{}{}{}{}{}{}{}{}{{{}}}";

String x2 = "{{{{}}}}{}{}{}{{}{}{}{}{}{}{}{{{}}}";

String x3 = "{}{";

String x4 = "}{";

String x5 = "{{{{{{{{}}}}}}}}";

WellFormedParentheses w = **new** WellFormedParentheses();

System.*out*.println("Is "+ x1 + " well formed ??? :" + w.isWellFormed(x1));

System.*out*.println("Is "+ x2 + " well formed ??? :" + w.isWellFormed(x2));

System.*out*.println("Is "+ x3 + " well formed ??? :" + w.isWellFormed(x3));

System.*out*.println("Is "+ x4 + " well formed ??? :" + w.isWellFormed(x4));

System.*out*.println("Is "+ x5 + " well formed ??? :" + w.isWellFormed(x5));

}

}

**Output**

Is {{{{}}}}{}{}{}{}{}{}{}{}{}{}{{{}}} well formed ??? :true

Is {{{{}}}}{}{}{}{{}{}{}{}{}{}{}{{{}}} well formed ??? :false

Is {}{ well formed ??? :false

Is }{ well formed ??? :false

Is {{{{{{{{}}}}}}}} well formed ??? :true